**C++ Pointers**

**The pointer in C++ language is a variable, it is also known as locator or indicator that points to an address of a value.**
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**Advantage of pointer**

**1) Pointer reduces the code and improves the performance, it is used to retrieving strings, trees etc. and used with arrays, structures and functions.**

**2) We can return multiple values from function using pointer.**

**Java Try Catch**

**3) It makes you able to access any memory location in the computer's memory.**

**Usage of pointer**

**There are many usage of pointers in C++ language.**

**1) Dynamic memory allocation**

**In c language, we can dynamically allocate memory using malloc() and calloc() functions where pointer is used.**

**2) Arrays, Functions and Structures**

**Pointers in c language are widely used in arrays, functions and structures. It reduces the code and improves the performance.**

**Symbols used in pointer**

|  |  |  |
| --- | --- | --- |
| **Symbol** | **Name** | **Description** |
| **& (ampersand sign)** | **Address operator** | **Determine the address of a variable.** |
| **∗ (asterisk sign)** | **Indirection operator** | **Access the value of an address.** |

**Declaring a pointer**

**The pointer in C++ language can be declared using ∗ (asterisk symbol).**

1. **int ∗   a; //pointer to int**
2. **char ∗  c; //pointer to char**

**Pointer Example**

**Let's see the simple example of using pointers printing the address and value.**

1. **#include <iostream>**
2. **using namespace std;**
3. **int main()**
4. **{**
5. **int number=30;**
6. **int ∗   p;**
7. **p=&number;//stores the address of number variable**
8. **cout<<"Address of number variable is:"<<&number<<endl;**
9. **cout<<"Address of p variable is:"<<p<<endl;**
10. **cout<<"Value of p variable is:"<<\*p<<endl;**
11. **return 0;**
12. **}**

**Output:**

**Address of number variable is:0x7ffccc8724c4**

**Address of p variable is:0x7ffccc8724c4**

**Value of p variable is:30**

**Pointer Program to swap 2 numbers without using 3rd variable**

1. **#include <iostream>**
2. **using namespace std;**
3. **int main()**
4. **{**
5. **int a=20,b=10,∗p1=&a,∗p2=&b;**
6. **cout<<"Before swap: ∗p1="<<∗p1<<" ∗p2="<<∗p2<<endl;**
7. **∗p1=∗p1+∗p2;**
8. **∗p2=∗p1-∗p2;**
9. **∗p1=∗p1-∗p2;**
10. **cout<<"After swap: ∗p1="<<∗p1<<" ∗p2="<<∗p2<<endl;**
11. **return 0;**
12. **}**

**Output:**

**Before swap: ∗p1=20 ∗p2=10**

**After swap: ∗p1=10 ∗p2=20**

# C++ Array of Pointers

**Array and pointers are closely related to each other. In C++, the name of an array is considered às a pointer, i.e., the name of an array contains the address of an element. C++ considers the array name as the address of the first element. For example, if we create an array, i.e., marks which hold the 20 values of integer type, then marks will contain the address of first element, i.e., marks[0]. Therefore, we can say that array name (marks) is a pointer which is holding the address of the first element of an array.**

**Let's understand this scenario through an example.**

1. **#include <iostream>**
2. **using namespace std;**
3. **int main()**
4. **{**
5. **int \*ptr;  // integer pointer declaration**
6. **int marks[10]; // marks array declaration**
7. **std::cout << "Enter the elements of an array :" << std::endl;**
8. **for(int i=0;i<10;i++)**
9. **{**
10. **cin>>marks[i];**
11. **}**
12. **ptr=marks; // both marks and ptr pointing to the same element..**
13. **std::cout << "The value of \*ptr is :" <<\*ptr<< std::endl;**
14. **std::cout << "The value of \*marks is :" <<\*marks<<std::endl;**
15. **}**

**In the above code, we declare an integer pointer and an array of integer type. We assign the address of marks to the ptr by using the statement ptr=marks; it means that both the variables 'marks' and 'ptr' point to the same element, i.e., marks[0]. When we try to print the values of \*ptr and \*marks, then it comes out to be same. Hence, it is proved that the array name stores the address of the first element of an array.**

**Output**

**How to find Nth Highest Salary in SQL**
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### Array of Pointers

**An array of pointers is an array that consists of variables of pointer type, which means that the variable is a pointer addressing to some other element. Suppose we create an array of pointer holding 5 integer pointers; then its declaration would look like:**

1. **int \*ptr[5];         // array of 5 integer pointer.**

**In the above declaration, we declare an array of pointer named as ptr, and it allocates 5 integer pointers in memory.**

**The element of an array of a pointer can also be initialized by assigning the address of some other element. Let's observe this case through an example.**

1. **int a; // variable declaration.**
2. **ptr[2] = &a;**

**In the above code, we are assigning the address of 'a' variable to the third element of an array 'ptr'.**

**We can also retrieve the value of 'a' be dereferencing the pointer.**

1. **\*ptr[2];**

**Let's understand through an example.**

1. **#include <iostream>**
2. **using namespace std;**
3. **int main()**
4. **{**
5. **int ptr1[5]; // integer array declaration**
6. **int \*ptr2[5]; // integer array of pointer declaration**
7. **std::cout << "Enter five numbers :" << std::endl;**
8. **for(int i=0;i<5;i++)**
9. **{**
10. **std::cin >> ptr1[i];**
11. **}**
12. **for(int i=0;i<5;i++)**
13. **{**
14. **ptr2[i]=&ptr1[i];**
15. **}**
16. **// printing the values of ptr1 array**
17. **std::cout << "The values are" << std::endl;**
18. **for(int i=0;i<5;i++)**
19. **{**
20. **std::cout << \*ptr2[i] << std::endl;**
21. **}**
22. **}**

**In the above code, we declare an array of integer type and an array of integer pointers. We have defined the 'for' loop, which iterates through the elements of an array 'ptr1', and on each iteration, the address of element of ptr1 at index 'i' gets stored in the ptr2 at index 'i'.**

**Output**

**![C++ Array of Pointers](data:image/png;base64,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)**

**Till now, we have learnt the array of pointers to an integer. Now, we will see how to create the array of pointers to strings.**

### Array of Pointer to Strings

**An array of pointer to strings is an array of character pointers that holds the address of the first character of a string or we can say the base address of a string.**

**The following are the differences between an array of pointers to string and two-dimensional array of characters:**

* **An array of pointers to string is more efficient than the two-dimensional array of characters in case of memory consumption because an array of pointer to strings consumes less memory than the two-dimensional array of characters to store the strings.**
* **In an array of pointers, the manipulation of strings is comparatively easier than in the case of 2d array. We can also easily change the position of the strings by using the pointers.**

**Let's see how to declare the array of pointers to string.**

**First, we declare the array of pointer to string:**

1. **char \*names[5] = {"john",**
2. **"Peter",**
3. **"Marco",**
4. **"Devin",**
5. **"Ronan"};**

**In the above code, we declared an array of pointer names as 'names' of size 5. In the above case, we have done the initialization at the time of declaration, so we do not need to mention the size of the array of a pointer. The above code can be re-written as:**

1. **char \*names[ ] = {"john",**
2. **"Peter",**
3. **"Marco",**
4. **"Devin",**
5. **"Ronan"};**

**In the above case, each element of the 'names' array is a string literal, and each string literal would hold the base address of the first character of a string. For example, names[0] contains the base address of "john", names[1] contains the base address of "Peter", and so on. It is not guaranteed that all the string literals will be stored in the contiguous memory location, but the characters of a string literal are stored in a contiguous memory location.**

**Let's create a simple example.**

1. **#include <iostream>**
2. **using namespace std;**
3. **int main()**
4. **{**
5. **char \*names[5] = {"john",**
6. **"Peter",**
7. **"Marco",**
8. **"Devin",**
9. **"Ronan"};**
10. **for(int i=0;i<5;i++)**
11. **{**
12. **std::cout << names[i] << std::endl;**
13. **}**
14. **return 0;**
15. **}**

**In the above code, we have declared an array of char pointer holding 5 string literals, and the first character of each string is holding the base address of the string.**

**Output**

**![C++ Array of Pointers](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAL4AAACZCAIAAAAevxdEAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAbwSURBVHhe7Z29bhRJFEb9CruPsvsGTgk32Mi8AQEic2anmyDH5KTIyQY49GQ4dDhEFgQOkEgQ0e6Hv/bV3e6en77daKfb58gaVd/6YUQdbtVQxXD0yx9/6We9Xv8DMITDVefLly/Pnz//7ZEPHz40FXAYHHTW+fbt2+npKeocJoerTvZGTKLOxcWFhtJr8wwjGKDOp0+fmtJ/0cqiaW4eJiJ78/btW5XHqKMR9CbtjVFZEcWbFjCcfdXRzPl3vHl+5OPHj8+ePdPUTmhP9ubdu3dNtIre4YsXLz5//pxzmMqKKK7aph0MZC917I3J9tgbx6e1x3vk8d4Iq9ObdVBnDHup8/79+/xhx/Zkb4SC+nPs9geF32c23iiiOOqUGbDXcSZoTElMkhu8SHUneDyb3rZAnTEMUEd0p2FCbyYcsMUme1BnDMPUEXkaxk+z0ow/QE01YAvt0jxmrz2oM4bB6ghPwyTTLHWaaZzam+7IXXtQZwwVdSYkJnjyfJPVsSJ5WTSoM4ZDUUeo3ESnQwuWh+16I1BnDP+zOj8b/w24/JAljS8JrV9axdwShrJwdeDngTpQpFHnCGAoqANFUAeKoA4UQR0oUlbnzZs32mZfXV01z/DUGJN1ZA/qPF1CHUngz+vi+/fv5+fnbiBOTk6+fv3qqtvb2yb6oM5qtbq7u3OVHh3XUBpBVY6rwfHxsatgOfRmnZubm1BH3tzf38ejtAh7vGbZGDVTPBRRszBG5bAKlsNOdboTf319LVFUUFy1DsoSqeO4uLy8jBFyM1gOqANFdqojG+SKy0Jx1bqMOk+aneoITbw3vEL75Ug5jqhW3niz7Nporza5mUeDhbCPOgA9dNVpLT0A/YQ6eVXSKuNagI10sw7AXqAOFEEdKII6UAR1oAjqQBHUgSKoA0VCnThsMq3bXpvIx5zwtMhZR/bEIeXJycnd3d3O4wjUebpsUkfEIWg+o7h9vCIoq+LWqYkq0dtFqKyIaiPJcegxVzapc3x8vFqt9Cp74oKOUINoI3qzzvYuqtVq6Oun4vXr100FzIuWOs4ExvlAs948P5Kvqfeqs72L2quXyzBjNmWdQJEta8omdbZ0QZ2FsFOd7fvlsERJRc1c3t4FdRZCqKNZb1aXzr+c0mRrd9LUdVafqMqZprdLd2fdNRVmQ846AANAHSiCOlAEdaAI6kAR1IEiqANFUAeKoA4UQR0ogjpQxOpcPVyTyCdKPtLijAk2Elnn5uYmjrt9DO4zy4dWAB1Cnevr68vLS59+n5+fr1ar28evlfStUJOPx52rVBvn5JGlLN9Djx/H5vIy7mDEaPEtTzBLsjpnZ2fWRTMtRUKd0EWP6/VaovhR+B5FSOCW9iZ6qRANNGbopXHu7++xZ65kdTSLlsblUMfZxSi7tNTJ3zRoNELvJkkd851loZaieYB50VLHS4+mM9RRWQU3Fpp71IEftNRRwXMZ6kiCmF0V9sk6CuZv6c6P8asIDa5fIh5hZlgdTaHXI2cLKeJHbVlevXqVN7za69geb2gcNzk5SQjtbxzPtqmgR8cFKWfGRNYBGAbqQBHUgSKoA0VQB4qgDhRBHSiCOlAEdaAI6kAR1IEiVmf7gVQNjdm63AOLImedfKx9lf5TaoAeNqkj4mqONGpyUcpG+XT95cuXPifPtwH12Lqh4WNzDevGrVqYGVvU8U0dzW6+n6WgiHKYpI75jo7pftOgHuWNg62RYWbsVEevP3JLQmlG+xg1yLpkjYJedeKLBNVdXTwUzI9N6kRKUESuZKUytme1WoVPGdRZMlZH89f6hBW7FqH5zlf7WpY4LeX7fq32wl0iLmM0uHc8vc7BDMhZB2AAqANFUAeKoA4UQR0ogjpQBHWgCOpAEdSBIqgDRVAHiqAOFLE6cRgZ8PUlsIPIOq0rEFIn7MlixaUcB9frdRy5Z9vUzEERcZ+cc0twIfSqo7KE0KvL+fpf62agJLAZubsIXRTJl9tVUBc/6pVbgjMmqxOpJecD3xV02cSNML2q7KAUkTqOi3y3MI+mAle9FsKvf17oR4U8kTm1FNRR++gulFpQZ4H0qiNUljSOhx9Ccx+rzCZ1sm0qkHWWidXRLMZq5Vl3RFOrcl59FLQf0cW7Im+WXSsbYu+sQnxzpVBBQUsW3bFnlkTWARgG6kAR1IEiqANFUAeKoA4UQR0ogjpQBHWgCOpAEdSBIqgDRVAHiqAOFEEdKII6UAR1oAjqQBHUgSKoA0VQB4qgDhRBHSiCOlAEdaAI6kAR1IEiqANFUAeKoA4UQR0o8vvp3/ppHgD2B3WgCOpAEdSBIqgDRVAHiqAOFEEdKII6UAR1oAjqQBHUgSKoA0VQB4qgDhRBHSiCOlDh6OhfqaBbg/70kAwAAAAASUVORK5CYII=)**

# Function Pointer in C++

**As we know that pointers are used to point some variables; similarly, the function pointer is a pointer used to point functions. It is basically used to store the address of a function. We can call the function by using the function pointer, or we can also pass the pointer to another function as a parameter.**

**They are mainly useful for event-driven applications, callbacks, and even for storing the functions in arrays.**

### What is the address of a function?
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**Computer only understands the low-level language, i.e., binary form. The program we write in C++ is always in high-level language, so to convert the program into binary form, we use compiler. Compiler is a program that converts source code into an executable file. This executable file gets stored in RAM. The CPU starts the execution from the main() method, and it reads the copy in RAM but not the original file.**

**All the functions and machine code instructions are data. This data is a bunch of bytes, and all these bytes have some address in RAM. The function pointer contains RAM address of the first instruction of a function.**

**Difference between JDK, JRE, and JVM**

### Syntax for Declaration

**The following is the syntax for the declaration of a function pointer:**

1. **int (\*FuncPtr) (int,int);**

**The above syntax is the function declaration. As functions are not simple as variables, but C++ is a type safe, so function pointers have return type and parameter list. In the above syntax, we first supply the return type, and then the name of the pointer, i.e., FuncPtr which is surrounded by the brackets and preceded by the pointer symbol, i.e., (\*). After this, we have supplied the parameter list (int,int). The above function pointer can point to any function which takes two integer parameters and returns integer type value.**

### Address of a function

**We can get the address of a function very easily. We just need to mention the name of the function, we do not need to call the function.**

**Let's illustrate through an example.**

1. **#include <iostream>**
2. **using namespace std;**
3. **int main()**
4. **{**
5. **std::cout << "Address of a main() function is : " <<&main<< std::endl;**
6. **return 0;**
7. **}**

**In the above program, we are displaying the address of a main() function. To print the address of a main() function, we have just mentioned the name of the function, there is no bracket not parameters. Therefore, the name of the function by itself without any brackets or parameters means the address of a function.**

**We can use the alternate way to print the address of a function, i.e., &main.**

### Calling a function indirectly

**We can call the function with the help of a function pointer by simply using the name of the function pointer. The syntax of calling the function through the function pointer would be similar as we do the calling of the function normally.**

**Let's understand this scenario through an example.**

1. **#include <iostream>**
2. **using namespace std;**
3. **int add(int a , int b)**
4. **{**
5. **return a+b;**
6. **}**
7. **int main()**
8. **{**
9. **int (\*funcptr)(int,int);  // function pointer declaration**
10. **funcptr=add; // funcptr is pointing to the add function**
11. **int sum=funcptr(5,5);**
12. **std::cout << "value of sum is :" <<sum<< std::endl;**
13. **return 0;**
14. **}**

**In the above program, we declare the function pointer, i.e., int (\*funcptr)(int,int) and then we store the address of add() function in funcptr. This implies that funcptr contains the address of add() function. Now, we can call the add() function by using funcptr. The statement funcptr(5,5) calls the add() function, and the result of add() function gets stored in sum variable.**

**Output:**
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**Let's look at another example of function pointer.**

1. **#include <iostream>**
2. **using namespace std;**
3. **void printname(char \*name)**
4. **{**
5. **std::cout << "Name is :" <<name<< std::endl;**
6. **}**
8. **int main()**
9. **{**
10. **char s[20];  // array declaration**
11. **void (\*ptr)(char\*);  // function pointer declaration**
12. **ptr=printname;  // storing the address of printname in ptr.**
13. **std::cout << "Enter the name of the person: " << std::endl;**
14. **cin>>s;**
15. **cout<<s;**
16. **ptr(s);  // calling printname() function**
17. **return 0;**
18. **}**

**In the above program, we define the function printname() which contains the char pointer as a parameter. We declare the function pointer, i.e., void (\*ptr)(char\*). The statement ptr=printname means that we are assigning the address of printname() function to ptr. Now, we can call the printname() function by using the statement ptr(s).**

**Output:**
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### Passing a function pointer as a parameter

**The function pointer can be passed as a parameter to another function.**

**Let's understand through an example.**

1. **#include <iostream>**
2. **using namespace std;**
3. **void func1()**
4. **{**
5. **cout<<"func1 is called";**
6. **}**
7. **void func2(void (\*funcptr)())**
8. **{**
9. **funcptr();**
10. **}**
11. **int main()**
12. **{**
13. **func2(func1);**
14. **return 0;**
15. **}**

**In the above code, the func2() function takes the function pointer as a parameter. The main() method calls the func2() function in which the address of func1() is passed. In this way, the func2() function is calling the func1() indirectly.**

**Output:**
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# What is Memory Management?

**Memory management is a process of managing computer memory, assigning the memory space to the programs to improve the overall system performance.**

## Why is memory management required?

**As we know that arrays store the homogeneous data, so most of the time, memory is allocated to the array at the declaration time. Sometimes the situation arises when the exact memory is not determined until runtime. To avoid such a situation, we declare an array with a maximum size, but some memory will be unused. To avoid the wastage of memory, we use the new operator to allocate the memory dynamically at the run time.**

## Memory Management Operators

**In C language, we use the malloc() or calloc() functions to allocate the memory dynamically at run time, and free() function is used to deallocate the dynamically allocated memory. C++ also supports these functions, but C++ also defines unary operators such as new and delete to perform the same tasks, i.e., allocating and freeing the memory.**

### New operator

**A new operator is used to create the object while a delete operator is used to delete the object. When the object is created by using the new operator, then the object will exist until we explicitly use the delete operator to delete the object. Therefore, we can say that the lifetime of the object is not related to the block structure of the program.**

**C++ vs Java**

**Syntax**

1. **pointer\_variable = new data-type**

**The above syntax is used to create the object using the new operator. In the above syntax, 'pointer\_variable' is the name of the pointer variable, 'new' is the operator, and 'data-type' defines the type of the data.**

**Example 1:**

1. **int \*p;**
2. **p = new int;**

**In the above example, 'p' is a pointer of type int.**

**Example 2:**

1. **float \*q;**
2. **q = new float;**

**In the above example, 'q' is a pointer of type float.**

**In the above case, the declaration of pointers and their assignments are done separately. We can also combine these two statements as follows:**

1. **int \*p = new int;**
2. **float \*q =   new float;**

### Assigning a value to the newly created object

**Two ways of assigning values to the newly created object:**

* **We can assign the value to the newly created object by simply using the assignment operator. In the above case, we have created two pointers 'p' and 'q' of type int and float, respectively. Now, we assign the values as follows:**

1. **\*p = 45;**
2. **\*q = 9.8;**

**We assign 45 to the newly created int object and 9.8 to the newly created float object.**

* **We can also assign the values by using new operator which can be done as follows:**

1. **pointer\_variable = new data-type(value);**

**Let's look at some examples.**

1. **int \*p = new int(45);**
2. **float \*p = new float(9.8);**

### How to create a single dimensional array

**As we know that new operator is used to create memory space for any data-type or even user-defined data type such as an array, structures, unions, etc., so the syntax for creating a one-dimensional array is given below:**

1. **pointer-variable = new data-type[size];**

### Examples:

1. **int \*a1 = new int[8];**

**In the above statement, we have created an array of type int having a size equal to 8 where p[0] refers first element, p[1] refers the first element, and so on.**

### Delete operator

**When memory is no longer required, then it needs to be deallocated so that the memory can be used for another purpose. This can be achieved by using the delete operator, as shown below:**

1. **delete pointer\_variable;**

**In the above statement, 'delete' is the operator used to delete the existing object, and 'pointer\_variable' is the name of the pointer variable.**

**In the previous case, we have created two pointers 'p' and 'q' by using the new operator, and can be deleted by using the following statements:**

1. **delete p;**
2. **delete q;**

**The dynamically allocated array can also be removed from the memory space by using the following syntax:**

1. **delete [size] pointer\_variable;**

**In the above statement, we need to specify the size that defines the number of elements that are required to be freed. The drawback of this syntax is that we need to remember the size of the array. But, in recent versions of C++, we do not need to mention the size as follows:**

1. **delete [ ] pointer\_variable;**

**Let's understand through a simple example:**

1. **#include <iostream>**
2. **using namespace std**
3. **int main()**
4. **{**
5. **int size;  // variable declaration**
6. **int \*arr = new int[size];   // creating an array**
7. **cout<<"Enter the size of the array : ";**
8. **std::cin >> size;    //**
9. **cout<<"\nEnter the element : ";**
10. **for(int i=0;i<size;i++)   // for loop**
11. **{**
12. **cin>>arr[i];**
13. **}**
14. **cout<<"\nThe elements that you have entered are :";**
15. **for(int i=0;i<size;i++)    // for loop**
16. **{**
17. **cout<<arr[i]<<",";**
18. **}**
19. **delete arr;  // deleting an existing array.**
20. **return 0;**
21. **}**

**In the above code, we have created an array using the new operator. The above program will take the user input for the size of an array at the run time. When the program completes all the operations, then it deletes the object by using the statement delete arr.**

**Output**
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### Advantages of the new operator

**The following are the advantages of the new operator over malloc() function:**

* **It does not use the sizeof() operator as it automatically computes the size of the data object.**
* **It automatically returns the correct data type pointer, so it does not need to use the typecasting.**
* **Like other operators, the new and delete operator can also be overloaded.**
* **It also allows you to initialize the data object while creating the memory space for the object.**

**self containing class**

**Syntax for Containership:**

**// Class that is to be contained**

**class first {**

**.**

**.**

**};**

**// Container class**

**class second {**

**// creating object of first**

**first f;**

**.**

**.**

**};**

**Below examples explain the Containership in C++ in a better way.**

**Example 1:**

|  |
| --- |
| **// CPP program to illustrate**  **// concept of Containership**    **#include <iostream>**  **using namespace std;**    **class first {**  **public:**  **void showf()**  **{**  **cout << "Hello from first class\n";**  **}**  **};**    **// Container class**  **class second {**  **// creating object of first**  **first f;**    **public:**  **// constructor**  **second()**  **{**  **// calling function of first class**  **f.showf();**  **}**  **};**    **int main()**  **{**  **// creating object of second**  **second s;**  **}** |

**Output:**

**Hello from first class**

**Explanation:In the class second we have an object of class first. This is another type of inheritance we are witnessing. This type of inheritance is known as has\_a relationship as we say that class second has an object of first class first as its member. From the object f we call the function of class first.**

**Example 2:**

|  |
| --- |
| **#include <iostream>**  **using namespace std;**    **class first {**  **public:**  **first()**  **{**  **cout << "Hello from first class\n";**  **}**  **};**    **// Container class**  **class second {**  **// creating object of first**  **first f;**    **public:**  **// constructor**  **second()**  **{**  **cout << "Hello from second class\n";**  **}**  **};**    **int main()**  **{**  **// creating object of second**  **second s;**  **}** |

**Output:**

**Hello from first class**

**Hello from second class**

**Explanation:In this program we have not inherited class first into class second but as we are having an object of class first as a member of class second. So when default constructor of class second is called, due to presence of object f of first class in second, default constructor of class first is called first and then default constructor of class second is called .**

**C++ this Pointer**

**In C++ programming, this is a keyword that refers to the current instance of the class. There can be 3 main usage of this keyword in C++.**

* **It can be used to pass current object as a parameter to another method.**
* **It can be used to refer current class instance variable.**
* **It can be used to declare indexers.**

**C++ this Pointer Example**

**Let's see the example of this keyword in C++ that refers to the fields of current class.**

1. **#include <iostream>**
2. **using namespace std;**
3. **class Employee {**
4. **public:**
5. **int id; //data member (also instance variable)**
6. **string name; //data member(also instance variable)**
7. **float salary;**
8. **Employee(int id, string name, float salary)**
9. **{**
10. **this->id = id;**
11. **this->name = name;**
12. **this->salary = salary;**
13. **}**
14. **void display()**
15. **{**
16. **cout<<id<<"  "<<name<<"  "<<salary<<endl;**
17. **}**
18. **};**
19. **int main(void) {**
20. **Employee e1 =Employee(101, "Sonoo", 890000); //creating an object of Employee**
21. **Employee e2=Employee(102, "Nakul", 59000); //creating an object of Employee**
22. **e1.display();**
23. **e2.display();**
24. **return 0;**
25. **}**

**Output:**

**101 Sonoo 890000**

**102 Nakul 59000**

**C++ virtual function**

* **A C++ virtual function is a member function in the base class that you redefine in a derived class. It is declared using the virtual keyword.**
* **It is used to tell the compiler to perform dynamic linkage or late binding on the function.**
* **There is a necessity to use the single pointer to refer to all the objects of the different classes. So, we create the pointer to the base class that refers to all the derived objects. But, when base class pointer contains the address of the derived class object, always executes the base class function. This issue can only be resolved by using the 'virtual' function.**
* **A 'virtual' is a keyword preceding the normal declaration of a function.**
* **When the function is made virtual, C++ determines which function is to be invoked at the runtime based on the type of the object pointed by the base class pointer.**

**Late binding or Dynamic linkage**

**In late binding function call is resolved during runtime. Therefore compiler determines the type of object at runtime, and then binds the function call.**

**Rules of Virtual Function**

* **Virtual functions must be members of some class.**
* **Virtual functions cannot be static members.**
* **They are accessed through object pointers.**
* **They can be a friend of another class.**
* **A virtual function must be defined in the base class, even though it is not used.**
* **The prototypes of a virtual function of the base class and all the derived classes must be identical. If the two functions with the same name but different prototypes, C++ will consider them as the overloaded functions.**
* **We cannot have a virtual constructor, but we can have a virtual destructor**
* **Consider the situation when we don't use the virtual keyword.**

1. **#include <iostream>**
2. **using namespace std;**
3. **class A**
4. **{**
5. **int x=5;**
6. **public:**
7. **void display()**
8. **{**
9. **std::cout << "Value of x is : " << x<<std::endl;**
10. **}**
11. **};**
12. **class B: public A**
13. **{**
14. **int y = 10;**
15. **public:**
16. **void display()**
17. **{**
18. **std::cout << "Value of y is : " <<y<< std::endl;**
19. **}**
20. **};**
21. **int main()**
22. **{**
23. **A \*a;**
24. **B b;**
25. **a = &b;**
26. **a->display();**
27. **return 0;**
28. **}**

**Output:**

**Value of x is : 5**

**In the above example, \* a is the base class pointer. The pointer can only access the base class members but not the members of the derived class. Although C++ permits the base pointer to point to any object derived from the base class, it cannot directly access the members of the derived class. Therefore, there is a need for virtual function which allows the base pointer to access the members of the derived class.**

**How to find Nth Highest Salary in SQL**

**C++ virtual function Example**

**Let's see the simple example of C++ virtual function used to invoked the derived class in a program.**

1. **#include <iostream>**
2. **{**
3. **public:**
4. **virtual void display()**
5. **{**
6. **cout << "Base class is invoked"<<endl;**
7. **}**
8. **};**
9. **class B:public A**
10. **{**
11. **public:**
12. **void display()**
13. **{**
14. **cout << "Derived Class is invoked"<<endl;**
15. **}**
16. **};**
17. **int main()**
18. **{**
19. **A\* a;    //pointer of base class**
20. **B b;     //object of derived class**
21. **a = &b;**
22. **a->display();   //Late Binding occurs**
23. **}**

**Output:**

**Derived Class is invoked**

**Pure Virtual Function**

* **A virtual function is not used for performing any task. It only serves as a placeholder.**
* **When the function has no definition, such function is known as "do-nothing" function.**
* **The "do-nothing" function is known as a pure virtual function. A pure virtual function is a function declared in the base class that has no definition relative to the base class.**
* **A class containing the pure virtual function cannot be used to declare the objects of its own, such classes are known as abstract base classes.**
* **The main objective of the base class is to provide the traits to the derived classes and to create the base pointer used for achieving the runtime polymorphism.**

**Pure virtual function can be defined as:**

1. **virtual void display() = 0;**

**Let's see a simple example:**

1. **#include <iostream>**
2. **using namespace std;**
3. **class Base**
4. **{**
5. **public:**
6. **virtual void show() = 0;**
7. **};**
8. **class Derived : public Base**
9. **{**
10. **public:**
11. **void show()**
12. **{**
13. **std::cout << "Derived class is derived from the base class." << std::endl;**
14. **}**
15. **};**
16. **int main()**
17. **{**
18. **Base \*bptr;**
19. **//Base b;**
20. **Derived d;**
21. **bptr = &d;**
22. **bptr->show();**
23. **return 0;**
24. **}**

**Output:**

**Derived class is derived from the base class.**

**In the above example, the base class contains the pure virtual function. Therefore, the base class is an abstract base class. We cannot create the object of the base class.**

**C++ Abstract class**

**In C++ class is made abstract by declaring at least one of its functions as <>strong>pure virtual function. A pure virtual function is specified by placing "= 0" in its declaration. Its implementation must be provided by derived classes.**

**Let's see an example of abstract class in C++ which has one abstract method draw(). Its implementation is provided by derived classes: Rectangle and Circle. Both classes have different implementation.**

**Exception Handling in Java - Javatpoint**

1. **#include <iostream>**
2. **using namespace std;**
3. **class Shape**
4. **{**
5. **public:**
6. **virtual void draw()=0;**
7. **};**
8. **class Rectangle : Shape**
9. **{**
10. **public:**
11. **void draw()**
12. **{**
13. **cout < <"drawing rectangle..." < <endl;**
14. **}**
15. **};**
16. **class Circle : Shape**
17. **{**
18. **public:**
19. **void draw()**
20. **{**
21. **cout <<"drawing circle..." < <endl;**
22. **}**
23. **};**
24. **int main( ) {**
25. **Rectangle rec;**
26. **Circle cir;**
27. **rec.draw();**
28. **cir.draw();**
29. **return 0;**
30. **}**

**Output:**

**drawing rectangle...**

**drawing circle...**

**Virtual base class in C++**

**Virtual base classes are used in virtual inheritance in a way of preventing multiple “instances” of a given class appearing in an inheritance hierarchy when using multiple inheritances.**

**Need for Virtual Base Classes:  
Consider the situation where we have one class A .This class is A is inherited by two other classes B and C. Both these class are inherited into another in a new class D as shown in figure below.**
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**As we can see from the figure that data members/function of class A are inherited twice to class D. One through class B and second through class C. When any data / function member of class A is accessed by an object of class D, ambiguity arises as to which data/function member would be called? One inherited through B or the other inherited through C. This confuses compiler and it displays error.**

**Example: To show the need of Virtual Base Class in C++**

|  |
| --- |
| **#include <iostream>**  **using namespace std;**    **class A {**  **public:**  **void show()**  **{**  **cout << "Hello form A \n";**  **}**  **};**    **class B : public A {**  **};**    **class C : public A {**  **};**    **class D : public B, public C {**  **};**    **int main()**  **{**  **D object;**  **object.show();**  **}** |

**Compile Errors:**

**prog.cpp: In function 'int main()':**

**prog.cpp:29:9: error: request for member 'show' is ambiguous**

**object.show();**

**^**

**prog.cpp:8:8: note: candidates are: void A::show()**

**void show()**

**^**

**prog.cpp:8:8: note: void A::show()**

**How to resolve this issue?**

**To resolve this ambiguity when class A is inherited in both class B and class C, it is declared as virtual base class by placing a keyword virtual as :**

**Syntax for Virtual Base Classes:**

**Syntax 1:**

**class B : virtual public A**

**{**

**};**

**Syntax 2:**

**class C : public virtual A**

**{**

**};**

**Note: virtual can be written before or after the public. Now only one copy of data/function member will be copied to class C and class B and class A becomes the virtual base class.  
Virtual base classes offer a way to save space and avoid ambiguities in class hierarchies that use multiple inheritances. When a base class is specified as a virtual base, it can act as an indirect base more than once without duplication of its data members. A single copy of its data members is shared by all the base classes that use virtual base.**

**Example 1**

|  |
| --- |
| **#include <iostream>**  **using namespace std;**    **class A {**  **public:**  **int a;**  **A() // constructor**  **{**  **a = 10;**  **}**  **};**    **class B : public virtual A {**  **};**    **class C : public virtual A {**  **};**    **class D : public B, public C {**  **};**    **int main()**  **{**  **D object; // object creation of class d**  **cout << "a = " << object.a << endl;**    **return 0;**  **}** |

**Output:**

**a = 10**

**Explanation :The class A has just one data member a which is public. This class is virtually inherited in class B and class C. Now class B and class C becomes virtual base class and no duplication of data member a is done.**

**Example 2:**

|  |
| --- |
| **#include <iostream>**  **using namespace std;**    **class A {**  **public:**  **void show()**  **{**  **cout << "Hello from A \n";**  **}**  **};**    **class B : public virtual A {**  **};**    **class C : public virtual A {**  **};**    **class D : public B, public C {**  **};**    **int main()**  **{**  **D object;**  **object.show();**  **}** |

**Output:**

**Hello from A**

**What is a friend function?**

**A friend function is a function of the class defined outside the class scope but it has the right to access all the private and protected members of the class.**

**The friend functions appear in the class definition but friends are the member functions.**

**Characteristics of a Friend function:**

* **The function is not in the scope of the class to which it has been declared as a friend.**
* **It cannot be called using the object as it is not in the scope of that class.**
* **It can be invoked like a normal function without using the object.**
* **It cannot access the member names directly and has to use an object name and dot membership operator with the member name.**
* **It can be declared either in the private or the public part.**

**Why do we need a friend function in C++?**

* **Friend function in C++ is used when the class private data needs to be accessed directly without using object of that class.**
* **Friend functions are also used to perform operator overloading. As we already know about the function overloading, operators can also be overloaded with the help of operator overloading.**

**Characteristics of a Friend function**

**HTML Tutorial**

* **The friend function is declared using friend keyword.**
* **It is not a member of the class but it is a friend of the class.**
* **As it is not a member of the class so it can be defined like a normal function.**
* **Friend functions do not access the class data members directly but they pass an object as an argument.**
* **It is like a normal function.**
* **If we want to share the multiple class's data in a function then we can use the friend function.**

**Syntax for the declaration of a friend function.**

1. **class class\_name**
2. **{**
3. **friend data\_type function\_name(argument/s);            // syntax of friend function**
4. **};**

**In the above declaration, the friend function is preceded by the keyword friend. The function can be defined anywhere in the program like a normal C++ function. The function definition does not use either the keyword friend or scope resolution operator.**

**Let's understand the friend function through an example.**

1. **#include <iostream>**
2. **using namespace std;**
3. **class Distance**
4. **{**
5. **private:**
6. **int meters;**
7. **public:**
8. **// constructor**
9. **Distance()**
10. **{**
11. **meters = 0;**
12. **}**
13. **// definition of display\_data() method**
14. **void display\_data()**
15. **{**
16. **std::cout << "Meters value : " << meters<<std::endl;**
17. **}**
19. **//prototype of a friend function.**
20. **friend void addvalue(Distance &d);**
22. **};**
23. **// Definition of friend function**
24. **void addvalue(Distance &d) //  argument contain the reference**
25. **{**
26. **d.meters = d.meters+10; // incrementing the value of meters by 10.**
27. **}**
28. **// main() method**
29. **int main()**
30. **{**
31. **Distance d1; // creating the object of class distance.**
32. **d1.display\_data(); // meters = 0**
33. **addvalue(d1); // calling friend function**
34. **d1.display\_data(); // meters = 10**
35. **return 0;**
36. **}**

**In the above code, Distance is the class that contains private field named as 'meters'. The Distance() is the constructor method that initializes the 'meters' value with 0. The display\_data() is a method that displays the 'meters' value. The addvalue() is a friend function of Distance class that modifies the value of 'meters'. Inside the main() method, d1 is an object of a Distance class.**

**Output**

**![Friend Function in C++](data:image/png;base64,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)**

**Friend function can also be useful when we are working on objects of two different classes.**

**Let's understand through an example.**

1. **// Add members of two different classes using friend functions**
2. **#include <iostream>**
3. **using namespace std;**
4. **// forward declaration of a class**
5. **class ClassB;**
7. **// declaration of a class**
8. **class ClassA {**
9. **public:**
10. **// constructor ClassA() to initialize num1 to 12**
11. **ClassA()**
12. **{**
13. **num1 =12;**
15. **}**
17. **private:**
18. **int num1;  // declaration of integer variable**
20. **// friend function declaration**
21. **friend int multiply(ClassA, ClassB);**
22. **};**
23. **class ClassB {**
24. **public:**
25. **// constructor ClassB() to initialize num2 to 2**
26. **ClassB()**
27. **{**
28. **num2 = 2;**
29. **}**
30. **private:**
31. **int num2;  // declaration of integer variable**
32. **// friend function declaration**
33. **friend int multiply(ClassA, ClassB);**
34. **};**
36. **// access members of both classes**
37. **int multiply(ClassA object1, ClassB object2)**
38. **{**
39. **return (object1.num1 \* object2.num2);**
40. **}**
42. **int main() {**
43. **ClassA object1;   // declaration of object of ClassA**
44. **ClassB object2;   // declaration of object of ClassB**
45. **cout << "Result after multiplication of two numbers is : " << multiply(object1, object2);**
46. **return 0;**
47. **}**

**In the above code, we have defined two classes named as ClassA and ClassB. Both these classes contain the friend function 'multiply()'. The friend function can access the data members of both the classes, i.e., ClassA and ClassB. The multiply() function accesses the num1 and num2 of ClassA and ClassB respectively. In the above code, we have created object1 and object2 of ClassA and ClassB respectively. The multiply() function multiplies the num1 and num2 and returns the result.**

**As we can observe in the above code that the friend function in ClassA is also using ClassB without prior declaration of ClassB. So, in this case, we need to provide the forward declaration of ClassB.**

**Output**

**![Friend Function in C++](data:image/png;base64,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)**

**Friend class in C++**

**We can also create a friend class with the help of friend keyword.**

1. **class Class1;**
2. **class Class2**
3. **{**
4. **// Class1 is a friend class of Class2**
5. **friend class Class1;**
6. **.. .....**
7. **}**
8. **class Class1**
9. **{**
10. **....**
11. **}**

**In the above declaration, Class1 is declared as a friend class of Class2. All the members of Class2 can be accessed in Class1.**

**Let's understand through an example.**

1. **// C++ program to demonstrate the working of friend class**
2. **#include <iostream>**
3. **using namespace std;**
4. **// forward declaration**
5. **class ClassB;**
7. **class ClassA {**
8. **private:**
9. **int num1;**
11. **// friend class declaration**
12. **friend class ClassB;**
14. **public:**
15. **// constructor to initialize numA to 10**
16. **ClassA()**
17. **{**
18. **num1 = 10;**
19. **}**
20. **};**
22. **class ClassB {**
23. **private:**
24. **int num2;**
26. **public:**
27. **// constructor to initialize numB to 1**
28. **ClassB()**
29. **{**
30. **num2 = 1;**
31. **}**
33. **// member function to add num1**
34. **// from ClassA and num2 from ClassB**
35. **int add() {**
36. **ClassA objectA;**
37. **return objectA.num1 + num2;**
38. **}**
39. **};**
41. **int main() {**
42. **ClassB objectB;**
43. **cout << "Sum: " << objectB.add();**
44. **return 0;**
45. **}**

**In the above code, we have created two classes named as ClassA and ClassB. Since ClassA is declared as friend of ClassB, so ClassA can access all the data members of ClassB. In ClassB, we have defined a function add() that returns the sum of num1 and num2. Since ClassB is declared as friend of ClassA, so we can create the objects of ClassA in ClassB.**

**Output**

**![Friend Function in C++](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARIAAACeCAMAAADJ7HUGAAAAwFBMVEUAAAD///+K4jRMfBw8YhYmPg55xi2B1DB9zS8XJgiG2zJvtipfnSQyMjIXFxfMzMyCgoKysrJdXV3d3d28vLycnJyOz//l5eVZkiH//9GOMjIyUhL5+fny8vIykNHExMSv6P/V1dXssW1CQkJtMjJ0vitEcBn/6K9lpSYyMm3RkDLs/////+wyba//z46OMn5qrijs6P/R6P/Rz+xtsezR/9GOsdGOkNHR6K+vkK8ykK/Rz46vbY6BgYHRkG2vbTKjBodHAAAEmElEQVR42uzV3U6DMBTA8Z4HINbS2kBakEFCZGzG7299/7fywDZRWx3bZXt+F3Qh28X5p+1YCrO0TZKcQRTmJoEFJfkJi/iStE0BwZmSrAtA2eU5uLDIhfO+f33E01QsQts8X0nWOB0WyYfZPd6dt1jvLk+S23CTvOTYJMPH8w3Mk+WrJaYM7oqZDg7mGBTg8OyD6Qfh3bpTkmFEfxHvWUJtE3oSbOIp0iV/FOmflm0TehLIHsDR+YsMqVbYJPQkru3o4NF/3F93we+Sg/RXEdwlhJL4MULIMWoNplR7vmL4bolBpZiw/yeR6pRvljiSnHCGpOHCWqG1rSrAQAok+2bbIpIkwgKocdq6EkJzKUUZeRJUp3yXpMQP+BhEnYQpRUkmQotxVKmYtJsksR8coQ1AxRg3kGqtQUr7Zn8lkQBg+LhE8jdMCCGEEEIIIYQQ8smO2ey4DcNA2NAfE0nYXgPknMUe9/2frqT91YrgYuu1G6AFNEBCm9ZQ1EgWTA0MDAwMDAz8G/BOIfEgM6l5Ivd3kkPPuCbnOwcEe+I3hK9aNvyxh5Advt3w6TqVMn0P5PY14iXs4fAAwrlut4+j1Mnn8G1JfIribuLqoilrJ+NU6Z0G1SezbepL1BRmV8ofyuNuoUuMl9k5x6zE9LA1rDkghPxMAPCqy15c6lu2Aettn7WH1+bFfkdWiXZZwiOKRfQma80BJ62qBPG19PPB1EYpU7hE7vTP7nAGCRbTTF0HHB7vl1gLBIJBoAk8HehN6tS3bEtAHZWs6QHeUUmY0WJd2WBruupfKeRqTvNqE5Uk3S/h95LQMRempM0kzuIMxZhR1kzTzX0k3w+0Tx+edm9/fct+5yJreoB3bpW0EVrUJglOWzN+vyQs6BxwlqUDjQmHAV9Utq8kMR5N7aq13ORO1vQAb6ckrKdmOklwdS+OXybhmr4jiS3+KB6nnzeZYjNql8BnL9ZzG2gtffrwNJH3VDpJSIJVVwtZ0wO8zfa6WxLPboV92qhyMMMW+uFSdp8in45QPPPOUJOTu/64C9n+J5zWhqaPtNJjirVCr0SD0HpYnLbHS9+yDWi+I2t6oD/As/NYpnoAMEF+Ghj4H/H2C9MAePuxYEjyJMlshiTnJTl/DiBLhZed11+uzlBwzsZvS89zZf0W1JAHJHnJOQCfkSHbd6ufPytrwWkmSNgvyf6W2zSOSHLyHICaXSJmzeU93UwSV5skOFvtY6BYV3umrOdsgSRwIgnBXrpKKPmpoSnkMS1fzUkdN7lTri5OrqvEfu4pz4+W9ZwKkAROeAR7jST9OQA1NIU85mmVzJLc0wNJcC7K8I4jSSvPj5b1vJMkgRMewV64SsiN2nst5DE05OWw85/MylidamxSQX+ocLSsRxKSwAmPYC+XpNXeFPKYjSRT2UqyLmSCtfL8aFmPJCSBE54nmLn+uiT9OQB7GYU8BogzeDWWH7PdnLZz9lHZEY+W9ZwKkAROeASbJRmfauPrdUgyJBmV8IpxXjIwMDDwsz04EAAAAAAQ5G+9wAgVAAAAAAAAAAAAAAAAAAAAAAAAAADACIhwX4+KuWdzAAAAAElFTkSuQmCC)**

# Static Member Function in C++

**The static is a keyword in the C and C++ programming language. We use the static keyword to define the static data member or static member function inside and outside of the class. Let's understand the static data member and static member function using the programs.**

## Static data member

**When we define the data member of a class using the static keyword, the data members are called the static data member. A static data member is similar to the static member function because the static data can only be accessed using the static data member or static member function. And, all the objects of the class share the same copy of the static member to access the static data.**

**Syntax**

1. **static data\_type data\_member;**

**Here, the static is a keyword of the predefined library.**

**Features of Java - Javatpoint**

**The data\_type is the variable type in C++, such as int, float, string, etc.**

**The data\_member is the name of the static data.**

**Example 1: Let's create a simple program to access the static data members in the C++ programming language.**

1. **#include <iostream>**
2. **#include <string.h>**
3. **using namespace std;**
4. **// create class of the Car**
5. **class Car**
6. **{**
7. **private:**
8. **int car\_id;**
9. **char car\_name[20];**
10. **int marks;**
12. **public:**
13. **// declare a static data member**
14. **static int static\_member;**
16. **Car()**
17. **{**
18. **static\_member++;**
19. **}**
21. **void inp()**
22. **{**
23. **cout << " \n\n Enter the Id of the Car: " << endl;**
24. **cin >> car\_id; // input the id**
25. **cout << " Enter the name of the Car: " << endl;**
26. **cin  >> car\_name;**
27. **cout << " Number of the Marks (1 - 10): " << endl;**
28. **cin >> marks;**
29. **}**
31. **// display the entered details**
32. **void disp ()**
33. **{**
34. **cout << " \n Id of the Car: " << car\_id;**
35. **cout << "\n Name of the Car: " << car\_name;**
36. **cout << " \n Marks: " << marks;**
38. **}**
39. **};**
41. **// initialized the static data member to 0**
42. **int Car::static\_member = 0;**
44. **int main ()**
45. **{**
46. **// create object for the class Car**
47. **Car c1;**
48. **// call inp() function to insert values**
49. **c1. inp ();**
50. **c1. disp();**
52. **//create another object**
53. **Car c2;**
54. **// call inp() function to insert values**
55. **c2. inp ();**
56. **c2. disp();**

59. **cout << " \n No. of objects created in the class: " << Car :: static\_member <<endl;**
60. **return 0;**
61. **}**

**Output**

**Enter the Id of the Car:**

**101**

**Enter the name of the Car:**

**Ferrari**

**Number of the Marks (1 - 10):**

**10**

**Id of the Car: 101**

**Name of the Car: Ferrari**

**Marks: 10**

**Enter the Id of the Car:**

**205**

**Enter the name of the Car:**

**Mercedes**

**Number of the Marks (1 - 10):**

**9**

**Id of the Car: 205**

**Name of the Car: Mercedes**

**Marks: 9**

**No. of objects created in the class: 2**

### Static Member Functions

**The static member functions are special functions used to access the static data members or other static member functions. A member function is defined using the static keyword. A static member function shares the single copy of the member function to any number of the class' objects. We can access the static member function using the class name or class' objects. If the static member function accesses any non-static data member or non-static member function, it throws an error.**

**Syntax**

1. **class\_name::function\_name (parameter);**

**Here, the class\_name is the name of the class.**

**function\_name: The function name is the name of the static member function.**

**parameter: It defines the name of the pass arguments to the static member function.**

**Example 2: Let's create another program to access the static member function using the class name in the C++ programming language.**

1. **#include <iostream>**
2. **using namespace std;**
3. **class Note**
4. **{**
5. **// declare a static data member**
6. **static int num;**
8. **public:**
9. **// create static member function**
10. **static int func ()**
11. **{**
12. **return num;**
13. **}**
14. **};**
15. **// initialize the static data member using the class name and the scope resolution operator**
16. **int Note :: num = 5;**
18. **int main ()**
19. **{**
20. **// access static member function using the class name and the scope resolution**
21. **cout << " The value of the num is: " << Note:: func () << endl;**
22. **return 0;**
23. **}**

**Output**

**The value of the num is: 5**

**Example 3: Let's create another program to access the static member function using the class' object in the C++ programming language.**

1. **#include <iostream>**
2. **using namespace std;**
3. **class Note**
4. **{**
5. **// declare a static data member**
6. **static int num;**
8. **public:**
9. **// create static member function**
10. **static int func ()**
11. **{**
12. **cout << " The value of the num is: " << num << endl;**
13. **}**
14. **};**
15. **// initialize the static data member using the class name and the scope resolution operator**
16. **int Note :: num = 15;**
18. **int main ()**
19. **{**
20. **// create an object of the class Note**
21. **Note n;**
22. **// access static member function using the object**
23. **n.func();**
25. **return 0;**
26. **}**

**Output**

**The value of the num is: 15**

**Example 4: Let's consider an example to access the static member function using the object and class in the C++ programming language.**

1. **#include <iostream>**
2. **using namespace std;**
3. **class Member**
4. **{**
6. **private:**
7. **// declaration of the static data members**
8. **static int A;**
9. **static int B;**
10. **static int C;**
12. **// declare public access specifier**
13. **public:**
14. **// define the static member function**
15. **static void disp ()**
16. **{**
17. **cout << " The value of the A is: " << A << endl;**
18. **cout << " The value of the B is: " << B << endl;**
19. **cout << " The value of the C is: " << C << endl;**
20. **}**
21. **};**
22. **// initialization of the static data members**
23. **int Member :: A = 20;**
24. **int Member :: B = 30;**
25. **int Member :: C = 40;**
27. **int main ()**
28. **{**
29. **// create object of the class Member**
30. **Member mb;**
31. **// access the static member function using the class object name**
32. **cout << " Print the static member through object name: " << endl;**
33. **mb. disp();**
34. **// access the static member function using the class name**
35. **cout << " Print the static member through the class name: " << endl;**
36. **Member::disp();**
37. **return 0;**
38. **}**

**Output**

**Print the static member through object name:**

**The value of the A is: 20**

**The value of the B is: 30**

**The value of the C is: 40**

**Print the static member through the class name:**

**The value of the A is: 20**

**The value of the B is: 30**

**The value of the C is: 40**